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ABSTRACT 

The widespread use of smartphones worldwide has led to a corresponding rise in the number of mobile 

applications available for Android devices. These apps offer users convenient ways to perform various 

daily tasks, but their proliferation has also created an environment in which attackers can steal sensitive 

information. Insecure options employed by many app developers create vulnerabilities that can be 

exploited by attackers to gain access to most smartphones. While existing methods can detect malware 

during app installation, they do not sufficiently address post-installation attacks, such as those resulting 

from fake apps or Man-in-the-Disk (MitD) attacks. To address this issue, the current study conducted 
research on post-installation attacks, including data leakage, malware injection, repackaging, reverse 

engineering, privilege escalation, and UI spoofing. MitD attacks are particularly challenging to counter, so, 

to mitigate this risk, the Post-Installation App Detection Method is proposed to monitor and regulate 

sensitive information flow and prevent MitD attacks. 

Keywords-cyber attacks; malware; cyber  attacks in android apps; post installation attacks; fake apps; MITD 

attacks 

I. INTRODUCTION  

Smartphones have become an indispensable part of daily 
life, with 6.648 worldwide users. Nearly 45% of these users 
own Android smartphones, which are popular for their 
openness and ease of use. Unfortunately, this accessibility has 
led to the proliferation of malicious apps on the Android 
platform, and recent reports indicate that over 9.5 million 
malwares have been blocked to secure smartphones. Although 
Android offers many security provisions to detect malware, its 
existing mechanism only checks app permissions and faults 
without verifying the logical connectivity of the app. This 
leaves open attack vectors [1] that hackers can exploit to 
introduce malicious activities and access sensitive information. 

This paper focuses on investigating post-installation attacks 
in mobile applications, particularly one of the most significant 
post-installation attacks, Man-in-the-Disk (MitD) attacks [2]. 
MitD attacks occur when an attacker intercepts data between an 
app and external storage, potentially compromising the external 
storage and extracting sensitive information from the user, such 
as login credentials or financial data. The proposed Post-
Installation App Detection Method offers a solution to MitD 
attacks by detecting them and regulating the flow of sensitive 
information to the attacker. Detecting post-installation attacks 
[3] in mobile applications is critical for enhancing the security 

of sensitive user information. By providing a solution to 
mitigate MitD attacks, this paper improves the security of 
mobile applications and reduces the risk of sensitive 
information exposure to attackers. 

The attacks which occur after the app installation and 
functioning are termed as post installation attacks. Authors in 
[3] identified how the attackers intercept the sensitive data sent 
from the app to the server, such as login credentials and 
personal information, using methods like Man-in-the-Middle 
(MitM). Authors in [5] presented how attackers inject malware 
into the app's code, which can allow them to control the device 
or steal sensitive data. Authors in [6] studied how the attackers 
download the original app from the app store, modify its code, 
and repackage it as a new app, allowing them to access the 
user's sensitive information. Authors in [7] discussed how the 
attackers decompile the app's code, identify vulnerabilities, and 
exploit them. Authors in [8] reported how the attackers gain 
escalated privileges within the mobile app to access sensitive 
information or control the device. Authors in [9] analyzed how 
the attackers modify the app's user interface to deceive users 
into providing sensitive information, such as login credentials. 

Automatic Android Malware Detection [18] is a robust 
method which detects the malware using static analysis by 
passing API to the deeplearning models. Antibypasssing four 
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stage dynamic behavior [19] shows the four stage dynamic 
behavior which addresses the dynamic behavior of an attack 
and when this method is applied to recent attacks it bypasses a 
few post installation attacks like MitD, but does not bypass the 
few cases where the apk is not extracted. EnDroid [20] has 
worked on post installation attacks. It extracts the critical 
behavior of the attacks. 

It is recommended that users only download apps from 
reliable sources, keep their devices updated with the latest 
security patches, and use strong passwords and multi-factor 
authentication. Additionally, mobile app developers can 
implement security measures, such as encryption, secure data 
storage, and code obfuscation to make vulnerability 
exploitation more challenging. However, despite the security 
measures provided by Android, recent attackers still target 
smartphones through post-installation attacks. Extensive 
research on post-installation attacks has identified solutions for 
common attacks, entailing MitM [8], malware injection, 
privilege escalation, and UI spoofing. However, many reports 
indicate that MitD attacks are becoming increasingly common 
and that the existing studies do not have adequate detection 
methods to identify these types of attacks. The present study’s 
investigation into MitD attacks reveals that attackers depploy 
update app package insertion as a major attack vector. This 
MITD attack is similar to the MitM attack in which the attacker 
uses the app data stored employing external storage permission. 

MitD attacks are similar to MitMattacks [9] and involve 
replacing legitimate update files with malicious program code. 
Once the app is installed, the attacker can obtain necessary 
access and extract user information. MitD attacks can also 
disable the app's functionality, rendering its services 
inaccessible to the user. The external storage on an Android 
device is usually located on the SD card or within the storage 
partition, and it enables components and files to be shared 
among various mobile apps. This sharing of data creates a 
vulnerability that can be exploited by collusion attacks [10], 
inter-leaking attacks [11], and MITD attacks [11]. 

II. THE PROPOSED METHOD FOR DETECTING 
POST INSTALLATION ATTACKS IN MOBILE 

APPLICATIONS  

In this paper, the Post Installation App Attack Method is 
proposed to identify recent exploits in Android mobile 
applications [13, 14], such as MitD attacks. The recommended 
approach is designed to cover attacks that occur after the 
installation of Android applications. Most current techniques 
[9, 15] only offer malware detection [15] prior to app 
installation, and do not provide detection after installation. 
Developers regularly update their apps by publishing new 
packages, which are often used in mobile application attacks 
[16]. While the Play Store has some methods to validate the 
packages, MitD attacks still occur while utilizing these updated 
packages. To address this issue and identify any potential MitD 
attack, the Post Installation App Detection Method has been 
developed. The method involves four steps: 

1) Feature Extraction from Apps 

The initial step of the proposed method involves the 
extraction and pre-processing of app features. The Virustotal 

tool was employed to extract the complete package details of 
an app, including permissions, system calls, certificate details, 
version, developer data, and intent filters used in the app. These 
details were pre-processed although some outdated apps had 
compatibility issues, which were addressed by engaging an 
APK decompiler. 

2) Pre-Processing of Key Features 

In the second step, the proposed solution pre-processes the 
features of permissions and certificate attributes. Putting into 
service the Virustotal tool, the APK file of the app is extracted, 
including permissions, services, activities, intent filters, 
receivers, and providers. Focus is given on pre-processing the 
requested permissions and certificate attributes since they are 
crucial for app detection. 

3) Detection of Fake Apps 

The third step of the proposed technique involves utilizing 
an algorithm for detecting fake apps. 

4) Detection and Identification of MITD Attacks 

This step encompasses detecting and identifying MitD 
attacks. 

 

 
Fig. 1.  Detection of MitD post installation attacks. 

An investigation of apps was conducted using various 
sources, such as DREBIN, Virusshare, Google Play store, etc. 
to gather information on app packages. The performed 
investigation revealed that permission features and certificate 
attributes are crucial aspects for detecting fraudulent apps. The 
current approaches adopted to detect recent malware attacks 
require more than five attributes. The accuracy of the detection 
was tested at different levels of feature reduction. During the 
pre-processing stage, it was observed that the outcomes of the 
three app features and the two app features were identical.  

The proposed method relies on two key features: 
permissions and certificate attributes. To obtain these features, 
the Virustotal tool was implemented to extract them from the 
app apk file. When the app apk file is provided to the Virustotal 
tool, it extracts various components, namely basic properties, 
history, names, Android information as summary, certificate 
attributes, certificate subject, certificate issuer, permissions, 
activities, services, receivers, and intent filters [17, 18]. The 
proposed method determines whether the app is a fake or not. 
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The detection of a fake app is the first stage in detecting an 
attack. If the app does not contain any data, it is a dummy or 
fake app installed by the attacker. The certificate attributes are 
very important in determining whether an app is a fake app or a 
legitimate app. 

Algorithm 1: Fake App Detection 

Input: P as Permissions, C as Certificate 

CA as Certificate Attributes, CS as 

Certificate Subject, CI as Certificate 

Issuer, CN as Common Name, OG as 

Organization, OGU as Organization Unit, St 

as State, and LC as Locality  

Output: App legitimacy status (genuine or 

fake) 

Extract app permissions and certificate 

attributes using the VirusTotal tool. 

if app permissions listed in P and 

certificates in C are present then  

Verify the attributes of CN, OG, OGU, ST, 

and LC 

if CN equals OG, OG equals OGU, and OGU is not 

equal to ST or LC then  

Set app legitimacy status to "genuine."  

else 

Set app legitimacy status to "fake."  

end if  

else  

Set app legitimacy status to "fake," and 

Print "App is fake due to mismatch in 

permissions and certificate details." 

end if 
 

The algorithm first extracts app permissions and certificate 
attributes using the VirusTotal tool. It then verifies if the app 
permissions listed in P and the certificates in C are present in 
the app. If both are present, the algorithm proceeds to verify the 
attributes of CN, OG, OGU, ST, and LC. If CN equals OG, OG 
equals OGU, and OGU is not equal to ST or LC, the app is 
considered genuine, and the algorithm sets the app legitimacy 
status to "genuine." If these conditions are not met, the 
algorithm sets the app legitimacy status to "fake." If the app 
permissions and certificates do not match, the algorithm sets 
the app legitimacy status to "fake" and prints "App is fake due 
to mismatch in permissions and certificate details." Overall, 
this algorithm also aims to identify potential attacks by 
distinguishing between genuine and fake mobile applications. 

Algorithm 2: MitD Attack Detection 

Input: App data including update 

information, original application 

information, and additional permissions. 

Output: Indication of whether the updated 

app may lead to a MitD attack. 

Retrieve information on the updated app. 

Retrieve information on the original app. 

Determine if any additional permissions 

are present in the updated app. Verify if 

the updated app is genuine. 

if the updated app is genuine and the 

additional permissions are the same as the 

original app, then 

Verify if the package name of the updated 

app matches the package name of the 

original app. 

if the package names match then 

Print "App is safe."  

else 

Print "Updated app may lead to a MitD 

attack due to mismatched package details." 

end if  

else if the updated app is genuine and the 

additional permissions are different from 

the original app, then 

Print "Updated app may lead to a MitD 

attack due to additional permissions." 

else  

Print "Updated app may lead to a MitD 

attack due to being a fake app."  

end if 

 
This algorithm takes as input app data and outputs whether 

the app may lead to an MitD attack. It utilizes the variables upd 
app to represent the mobile application update information, org 
app to represent the original application information, and P1 to 
represent additional permissions. The algorithm begins by 
checking if the app is genuine by calling the 
CheckAppGenuine() function and comparing the result to the 
input app. If the app is genuine, it proceeds to check if the app 
has the same permissions as listed in P and if the package 
names match between the updated app and original app. If the 
permissions and package names match, the algorithm prints, 
"App is safe". If the package names do not match, the 
algorithm prints, "Updated app may lead to a MitD attack due 
to mismatched package details." If the permissions do not 
match, the algorithm prints, "Updated app may lead to a MITD 
attack due to additional permissions." If the app is determined 
to be fake (i.e. not genuine), the algorithm prints, "Updated app 
may lead to a MITD attack due to being a fake app." 

III. IMPLEMENTATION 

The proposed approach aims to identify MitD attacks 
following two methods. Firstly, it detects fake apps by utilizing 
the first algorithm, while the second algorithm verifies the 
update file. To test this approach, 300 unsafe and 300 safe apps 
were employed, and the datasets were balanced accordingly. 
The pdfebookconverter app was deployed as a case study to 
demonstrate the post-installation app detection approach, and 
its features were extracted using the Virustotal tool. The app's 
features are presented in Figure 2, where they were combined 
for easy observation. The first algorithm was applied to check 
if the app data are empty, while the second algorithm verified 
the certificate attributes, such as the common name, 
organization, and organizational units. By utilizing the 
suggested approach, the certificate attributes were verified, and 
it was observed that the CN, OG, OGU, ST, and LC were 
identical, whereas the updated package app details led to an 
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MitD attack. The algorithm printed the app and certificate 
details, revealing that it was a fake. 

 

 
Fig. 2.  Sample of a fake app. 

Figure 3 portrays the extracted features of the Adobe app 
deploying the proposed method. The app's features were 
extracted using the Virustotal tool. By analyzing Figure 3, it is 
evident that the certificate attributes of CN, OG, OGU, ST, and 
LC are different and not identical. Furthermore, the updated 
package app details do not lead to any type of MitD attacks, 
and the original package file details are the same as those of the 
updated files. 

Figures 2 and 3 indicate that this study’s algorithms can 
easily detect whether an app is malicious or benign. Updated 
app package files stored in different versions of the app were 
collected to verify if the proposed method is effective in 
detecting apps. The investigation carried out clearly revealed 
that attackers have significant opportunities to attack an app by 
using storage access permissions. 

 

 
Fig. 3.  Sample of a genuine app. 

IV. METRICS AND RESULT ANALYSIS 

The effectiveness of the proposed model in detecting MitD 
attacks was evaluated using industry-standard metrics, such as 
True Positive Rate (TPR) and False Positive Rate (FPR). TPR 
measures the number of apps accurately identified as exposed 

to MitD or fake app attacks, while FPR measures the number of 
apps wrongly identified as MitD attacks or fake apps. To 
analyze the performance of the suggested approach, 
experiments were conducted on two categories of apps - 
whitelisted and blacklisted - as well as on standard malicious 
apps from the DREBIN datasets [11]. Harmful apps that were 
downloaded from various sources were categorized as 
blacklisted, whereas apps downloaded from the Google Play 
store were considered safe and placed on the whitelist. The 
obtained results can be observed in Table I. 

TABLE I.  RESULTS OF THE POST INSTALLATION APP 
DETECTION METHOD 

Apps TP FP 

Blacklisted  278 21 

Whitelisted  297 23 

Standard  292 24 

TABLE II.  RESULTS OF THE POST INSTALLATION APP 
DETECTION METHOD USING DIFFERENT DATASETS 

APP_Datasets TP TN FP FN 

Health_apps_dataset 179 174 21 26 

Sports_apps_dataset 178 184 21 16 

Fake_apps_dataset 176 179 24 21 

Karon_malware_apps_dataset 173 188 27 12 

Deep_zone_apps_dataset 196 182 4 17 

 

The results presented in Table I illustrate the True Positives 
(TP) and False Positives (FP) identified by the proposed Post 
Installation App Detection method when applied to datasets 
from both internal and external sources. Regardless of whether 
the method was applied to malicious applications, safe apps, or 
ordinary apps, consistent TP were obtained, with fewer FP. 
Specifically, this work managed to achieve a 97% TPR when 
detecting standard datasets from DREBIN. Figure 4 displays 
the accuracy obtained when the proposed method was applied 
to different datasets. The results indicate that the average 
attained accuracy is 93%. The proposed method is accurate in 
detecting the most common post-installation attack, i.e. MitD. 

 

 
Fig. 4.  Accuracy achieved when applying different datasets. 

The Post Installation Attacks Detection Method is highly 
effective in detecting threats in an Android environment due to 
its advanced behavioral analysis, dynamic monitoring of app 
behavior after installation, anomaly detection capabilities, 
integration of machine learning and AI for improved accuracy, 
real-time alerting and response mechanisms, continuous 
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monitoring and updates to stay ahead of the evolving threats, 
and its low FPR, ensuring accurate identification of malicious 
activities while minimizing disruptions for users when 
compared with existing and standard recent malware detection 
models. 

TABLE III.  PERFORMANCE COMPARISON OF THE 
PROPOSED METHOD AND STANDARD AND RECENT 

MALWARE DETECTION MODELS 

Model Name Precision Recall Accuracy 

Post-Installation-attacks detection 

method 
95.79% 98.94% 97.32% 

Automatic Android Malware 

Detection 
86.11% 77.22% 82.66% 

Endroid 91.33% 95.56% 93.35% 

DREBIN 93.75% 97.57% 95.61% 

 

Recent developments in post-installation attack detection 
[18-2] for Android apps focus on utilizing machine learning 
algorithms to better detect sophisticated threats, such as zero-
day exploits and polymorphic malware. Additionally, there has 
been a shift towards leveraging behavioral analytics and 
anomaly detection techniques to identify subtle deviations in 
app behavior that may indicate malicious activity. Real-time 
monitoring and response capabilities have also seen 
improvements, allowing for quicker mitigation of the emerging 
threats. Overall, these advancements aim to strengthen the 
resilience of the Android app security against any evolving 
post-installation attacks. 

V. CONCLUSION 

This study focused on post-installation attacks on Android 
smartphones, with a specific emphasis on MitD attacks, which 
are a recent and prevalent attack vector that lacks adequate 
detection solutions. A post-installation app detection method is 
proposed that uses two algorithms to determine whether an app 
is susceptible to MitD attacks. The recommended approach was 
tested on various datasets and it was found that it effectively 
detects MitD attacks. The former was compared with several 
standard models and it was discovered that it outperforms them 
in post-installation attack detection. The investigation 
conducted also revealed that attackers use several attack paths 
to gain access to devices and steal personally identifiable 
information. Therefore, it is crucial for Android developers to 
strictly adhere to Google's recommendations to prevent 
cybercriminals from launching attacks. Finally, the suggested 
approach can handle MitD attacks, which is essential for 
safeguarding sensitive user data. Overall, the proposed method 
provides an effective solution to mitigate the risks of post-
installation attacks on Android smartphones. 
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