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ABSTRACT 

The PRESENT lightweight block cipher designed for resource-constrained environments exhibits 

vulnerabilities to fault injection attacks. By deliberately introducing errors during the computation, 

attackers can potentially recover secret keys or bypass security measures. Various fault models, including 

single- and multi-bit faults targeting different stages of the cipher, have been explored, demonstrating the 

feasibility of such attacks. Consequently, robust countermeasures, such as error detection codes, parity 

checks, and hardware redundancy, are essential to enhance the fault resistance of PRESENT 

implementations and maintain security in real-world deployments. This paper presents an enhanced fault 

detection scheme for the PRESENT lightweight block cipher, designed to provide a high level of protection 

against a wide range of fault injection attacks. The proposed scheme focuses on detecting both simple and 

multiple fault attacks, addressing scenarios that target one or more bytes. A comprehensive analysis of the 

detection capabilities is performed, considering various fault multiplicities and injection methods. This 

innovative approach contributes to the advancement of secure and reliable systems, in line with the focus 

of SGD 9 on fostering innovation. The proposed scheme is extensively evaluated through simulations, 

demonstrating its ability to detect a significant percentage of injected faults. A hardware implementation 

on a Xilinx Virtex5-XC5VFX70T FPGA platform is explored, analyzing the trade-off between security, 

area, and performance. The results show that the proposed scheme achieves high fault coverage while 

maintaining reasonable resource utilization without impacting operating frequency. A comparison with 

existing techniques highlights the advantages of the proposed approach. 

Keywords-security; cryptography; PRESENT block cipher; lightweight algorithm; fault attacks; encryption 

algorithm; secure communication   
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I. INTRODUCTION  

PRESENT lightweight cryptographic algorithms are 
essential for resource-constrained IoT devices, designed to 
provide secure communication and data protection without 
draining their limited power supply [1]. Its efficiency and 
simplicity make it ideal for a wide range of applications in the 
rapidly expanding IoT ecosystem. Lightweight cryptographic 
algorithms are also suitable for use in medical devices, 
ensuring the confidentiality and integrity of sensitive patient 
data. Furthermore, these algorithms can be utilized in industrial 
IoT devices to secure communication and prevent unauthorized 
access to critical infrastructure. Deploying the PRESENT 
cipher in a hardware implementation can increase its 
susceptibility to fault injection attacks [2-3]. These attacks 
exploit vulnerabilities in hardware implementations to induce 
faults and compromise security [4-8]. Therefore, robust 
countermeasures are crucial to ensure the reliability and 
security of these devices. Recent research has focused on 
developing efficient countermeasures against fault injection 
attacks on the PRESENT lightweight algorithm [9-11]. These 
studies have proposed various fault detection schemes, such as 
information redundancy, hardware redundancy, and temporal 
redundancy, to safeguard the PRESENT algorithm. 

In [9], a new design strategy was proposed for lightweight 
cryptographic primitives resistant to both side-channel and 
fault attacks, particularly relevant to resource-constrained IoT 
devices. This study focused on techniques such as fault space 
transformation, which uses redundancy and diffusion layers to 
make fault injection more challenging. Additionally, it 
highlighted the importance of designing security from the 
ground up, especially in resource-limited environments, and 
used AES-128 as a case study to illustrate the effectiveness of 
FST in increasing the Hamming distance between equivalent 
faults in original and redundant computations. The results of 
the experimental hardware implementation indicated that the 
unprotected PRESENT implementation operated at a frequency 
of 205 MHz, while the protected PRESENT version reached a 
frequency of 65.7 MHz. This corresponded to a frequency 
reduction of 67.9%. 

In [10], the effectiveness of concurrent error detection 
codes was investigated against Laser Fault Injection (LFI) 
attacks on FPGA-based cryptographic implementations. An 
LFI setup was used to target a CED-protected block cipher 
implemented on a Xilinx Virtex-5 FPGA. The results showed a 
high probability (99.293%) of inducing an even number of bit 
flips with a single laser pulse, rendering single-bit parity checks 
ineffective. Although randomized parity schemes offered better 
protection, non-linear codes did not significantly outperform 
linear codes, despite higher overhead. This study highlighted 
the limitations of standard CED against LFI and suggested that 
linear randomized parity codes offer a good balance between 
security and cost. 

In [11], a PLL/RO-based detection system was explored for 
LFI attacks on FPGAs. The ring oscillator's frequency, 
monitored by a phase-locked loop, was disrupted by laser 
attacks, triggering an alarm. Experimental results on a Xilinx 
Virtex-5 FPGA demonstrated a high detection rate of up to 

92.82% when protecting registers within a slice. Additionally, 
the countermeasure could detect attacks before they caused 
faulty cipher execution. Specifically, the lowest laser power to 
trigger the alarm was 64% of the laser's maximum power, 
while fault injection in data registers required at least 75% 
(with outliers) and mostly above 98%. This indicated a good 
security margin. Further analysis showed a detection rate of 
approximately 99.06%, meaning that only 0.94% of injections 
went undetected by the countermeasure and still affected the 
cipher. 

In [11], a low-area implementation of the PRESENT cipher 
was presented on an FPGA, enhancing security by 
incorporating a true random and a pseudo-random number 
generator for key generation. This approach generated unique 
keys for each round of encryption, increasing resistance against 
attacks. The design utilized a dual port ROM to optimize 
hardware resource utilization and achieve a higher operating 
frequency. The performance of this implementation was 
evaluated using metrics such as slice registers, flip-flops, 
LUTs, and power consumption. The quality of the recovered 
input image was also assessed using PSNR, SSIM, and MSE. 

In [13], various hardware architectures for the PRESENT 
block cipher were explored along with their respective FPGA 
implementations. Different design strategies were investigated, 
including iterative and pipelined architectures, with varying 
datapath widths, to optimize throughput and area efficiency. 
The trade-offs between these architectures were analyzed, 
considering factors such as latency, power consumption, and 
resource utilization on the FPGA. A comprehensive 
performance evaluation of these implementations was 
performed, offering insights into the suitability of different 
architectures for various resource-constrained environments. 

In [14], two novel parity-check-based methods were 
proposed for detecting timing fault injection attacks: mixed-
grained parity check and word recombination parity check. 
These methods aimed to balance security and overhead, 
addressing the limitations of traditional parity checks. The 
mixed-grained parity check applied fine-grained checks to 
security-critical operations and coarser checks elsewhere, while 
a word recombination parity check reorganized subwords 
before checking, effectively simulating fine-grained checks 
with lower overhead. These methods were evaluated on RC5, 
AES, and DES implementations, demonstrating improved fault 
coverage compared to traditional parity checks with 
manageable resource costs. 

This study presents an enhanced fault detection scheme for 
the PRESENT lightweight block cipher, based on the use of 
parity checking as a means of detecting faults. The proposed 
scheme focuses on detecting both simple and multiple fault 
attacks, addressing scenarios that target one or more bytes. This 
study contributes to the resilience and security of the 
PRESENT lightweight algorithm, aligning with the goals of 
SDG 9 to build resilient infrastructure, promote inclusive and 
sustainable industrialization, and foster innovation. A 
comprehensive analysis of the detection capabilities considered 
various fault multiplicities and injection methods. 
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II. BACKGROUND 

A. PRESENT Lightweight Block Cipher 

The PRESENT block cipher is a symmetric key algorithm 
that encrypts data in fixed-size blocks. It was designed by 
researchers at Orange Labs and is widely used in applications 
such as SSL/TLS for secure communication over the Internet 
[1]. PRESENT operates on a 64-bit block size and supports key 
lengths of 80 or 128 bits. Its lightweight design makes it well-
suited for resource-constrained devices such as RFID tags and 
sensor networks. PRESENT is known for its efficient 
performance and low memory requirements, making it ideal for 
applications with limited processing power and memory. 
Additionally, its resistance to various cryptanalytic attacks 
ensures the security of encrypted data. The PRESENT consists 
of a substitution-permutation network with 31 rounds, 
providing a high level of security against attacks. Its simplicity 
and efficiency make it a popular choice for embedded systems 
and IoT devices. The PRESENT round functions are: 
sBoxlayer, permutation layer (pLayer), and key addition layer 
(addRoundKey). These components work together to provide 
strong encryption while minimizing resource usage, making 
PRESENT a practical solution for devices with limited 
capabilities. The substitution layer (sBoxlayer) is responsible 
for the nonlinear mixing of the input data, increasing the 
complexity of the encryption process. The pLayer then shuffles 
the data to add another layer of confusion, making it even more 
difficult for attackers to decipher the encrypted information. 
Additionally, the addRoundKey layer introduces a unique key 
at each round to further enhance security and prevent 
unauthorized access to the encrypted data. Overall, the 
combination of these three components in the PRESENT round 
function creates a robust encryption scheme that is well-suited 
for securing IoT devices and systems.  

Algorithm 1: The PRESENT Algorithm [1] 

generateRoundKeys() 

for i=1 to 31 do 

  AddRoundKey(STATE,Ki) 

  sBoxLayer(STATE) 

  pLayer(STATE) 

end for 

AddRoundKey(STATE,K32) 

 

B. Fault Attacks 

Fault injection attacks, a critical threat to cryptographic 
systems, involve the deliberate introduction of errors during 
computation to manipulate the system's behavior and 
potentially expose sensitive information. These attacks utilize 
various methods, including clock and power glitching, 
electromagnetic and laser fault injection, and temperature 
variations, to disrupt the intended flow of operations [15]. By 
analyzing the resulting erroneous outputs, attackers can deduce 
secret keys, bypass security measures, cause denial-of-service 
conditions, or corrupt data. Protecting against these attacks 
requires a multilayered approach encompassing error detection 
codes, hardware redundancy, physical shielding, and 
specialized detection circuits, both in hardware and software 
[16]. 

III. PROPOSED FAULT DETECTION SCHEME 

A detection system is proposed to protect the execution of 
the sBoxLayer, which exploits the relationship between the 
input and output of this transformation set. For both the pLayer 
and addRoundKey, parity is used as an error detector during 
the operation process of these transformations. The data parity 
check is carried out at a low cost since the parity check is 
adopted for these transformations. Let �  be the number of 
bytes in a PRESENT data message. The proposed error 
detection system can be applied using two methods. 

 First method (� = 4): The error detection system is applied 
to half of the 64-bit block, specifically 32 bits. The data 
block is divided into two parts, and the system checks one 
part for errors at each step. This approach helps reduce 
complexity and accelerate detection by analyzing a smaller 
subset of data, although it provides only partial coverage at 
each stage. 

 Second method (� = 8): The detection system is applied to 
the entire 64-bit block (8 bytes). This means that all the data 
within the block is checked only once to detect errors. This 
method provides complete coverage for each verification 
system. Figure 1 presents the general structure of the 
proposed fault detection scheme. The detailed 
implementation of each present transformation follows. 

 

 

Fig. 1.  PRESENT fault detection scheme principle. 

A. Non-Linear Substitution Layer (sBoxLayer) Protection 

The sBoxLayer transformation, which is the only nonlinear 
transformation in the PRESENT_80 algorithm, consists of 16 
S-Boxes. These S-Boxes can be implemented either using 
lookup tables or combinatorial logic. The use of parity as an 
error detection code is straightforward due to the nonlinearity 
of the system transformation, which involves a substitution 
operation on each 4-bit block. 

Let � be the difference between the input � and the output 
�′ of the sublayer transformation. Since the value of a 4-bit 
block can vary between 0 and 15, the 16 possible values of � 
are pre-calculated and stored in a table. The difference �  is 
calculated as follows: 
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��,� � ��,� ⊕ ��,�
′     (1) 

with 0 � �,  �  3, ��,� , ��,�  , ��,�
�  ���2��. 

The errors are detected by the error detection flags. These 
flags are obtained by comparing the difference � with the value 

��,� ⊕ ��,�
′ . The 16 error detection flags (��,�) of the sublayer 

transformation can be calculated as follows: 

��,� � ��,� ⊕ ��,� ⊕ ��,�
′    (2) 

with 0� �, � 3, and ��,� ���2��. 

As shown in Figure 2, 16 error detection flags are generated 
during the execution of the sublayer transformation (an error 
detection flag for each S-Box). If one of the 16 error detection 
flags is set to 1, it means that at least one fault is detected 
during the execution of the sublayer transformation.  

 

 

Fig. 2.  Fault detection scheme for sBoxLayer. 

The proposed detection system is independent of the way 
the sublayer is implemented (LUT or combinatorial logic). 

B. Permutation Layer (pLayer) Protection 

The output of the pLayer transformation acts as input for 
the permutation transformation. The latter permutes the bits of 
the state, but it does not affect their values. In the case of � = 
8, the parity of the input �����  and the parity of the output 
������  of the permutation transformation are calculated as 
follows: 

����� � ∑ ��
� 
�!"   

������ � ∑ ∑ �#�$�%��&�'
 
�!"

$(
�!"    (3) 

The faults are detected by comparing ����� to ������ , and 
any differences found are reported as faults. When �=4, the 
fault detection scheme checks for faults in 32-bit data and 
����� and ������  are calculated as follows: 

����� � ∑ ∑ ��
 )%*& $
�! )%*

$
*!"   

������ � ∑ ∑ ∑ �#�$�%��&�'
 
�!"

+%*&,
�!+%*

$
*!"   (4) 

C. AddRoundKey Protection 

The AddRoundKey transformation calculates the modulo 2 
addition between the state matrix and the key round - �
 ./�;  0 � � � 632 to obtain the output of the PRESENT round. 
Consequently, the parity of the output round ����  can be easily 
predicted for � = 8 according to the following equations: 

�3 � ∑ -�
� 
�!"   

��� � ∑ -�
� 
�!" ⊕ ∑ ∑ �#�$�%��&�'

 
�!"

$(
�!" �  

� �3 ⊕ ������      (5) 

where �4 is the addRoundKey parity and ��  is the PRESENT 
round output parity. 

The faults are detected by comparing ���  to �3  � ������ , 
and any differences found are reported as faults. When � = 4, 
the fault detection scheme checks for faults in 32-bit data and 
�3 and ���  are calculated as follows: 

�3 � ∑ ∑ -�
 )%*& $
�! )%*

$
*!"   

��� � ∑ ∑ -�
 )%*& $
�! )%*

$
*!" ⊕ ∑ ∑ ∑ �#�$�%��&�'

 
�!"

+%*&,
�!+%*

$
*!" �  

�  �3 ⊕ ������     (6) 

IV. EVALUATION OF THE ERROR DETECTION 

CAPABILITY 

This section describes the simulation results to evaluate the 
resistance of the proposed system in the encryption process 
against the fault injection attack. The injected faults are of 
transient types and last for one clock cycle. 

A. Simple Fault Attacks 

First, the error detection capability of different systems was 
analyzed while ensuring that the attacker targets only one byte. 
The injected faults are of the transient type and last for one 
clock cycle. Figure 3 shows the simulation model. Each system 
is simulated by eight tests distinguished by the multiplicity of 
the faults. Each error model consists of 5 blocks, where 5 is 
the number of possible errors for each fault multiplicity. The 
faults were exhaustively injected into each byte, each 
operation, and at each round. Consequently, each error model is 
used 8×94 times, where 8 is the number of state matrix bytes 
and 94 is the number of all operations in the PRESENT rounds. 
Table I presents the results of the detection capability 
simulation using ModelSim 6.6. 

 

 
Fig. 3.  Simple fault attack simulation model. 

Table I shows the fault multiplicity, the number of errors 
injected for each fault multiplicity, and the number and 
percentage of undetected errors for each error detection system. 
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The number of errors injected for each fault multiplicity is 
calculated as follows: 

5 % 8 % 94     (7) 

where 5  is the number of possible faults for each fault 
multiplicity. Faults were exhaustively injected in every byte, 
every operation, and every round. Therefore, each fault was 
used 8×94 times, where 8 is the number of bytes of the state 
and 94 is the number of all operations in all rounds of the 
PRESENT. 

TABLE I.  SIMPLE FAULT ATTACK DETECTION CAPACITY 

Fault multiplicity 
Number of injected 

faults 

Percentage of 

undetected faults 

1 6016 0 (0%) 

2 21056 0 (0%) 

3 42112 0 (0%) 

4 52640 0 (0%) 

5 42442 0 (0%) 

6 21056 0 (0%) 

7 6016 0 (0%) 

8 752 0 (0%) 

9 - 0 (0%) 

 
As shown in Table I, all even and odd multiplicity errors on 

the 64-bit data are detected. The percentage of undetected 
errors reaches 0%, which means that the probability of 
detecting faults affecting a single byte is 100%. Since most 
fault injection attacks exploit faults affecting a single byte, the 
proposed system ensures a high level of security against these 
types of attacks. 

B. Multiple Fault Attacks 

In the second step, the detection capabilities of the error 
detection systems were analyzed while ensuring that the 
attacker targets more than one byte. This section evaluates the 
resistance of the proposed system by assuming that the attacker 
targets more than one octet at a time. 

 

 

Fig. 4.  Multiple fault attacks simulation model. 

The considered faults are of transient types, lasting for one 
clock cycle, with an error multiplicity ranging from 1 to 20 
bits. The simulation model described above and shown in 

Figure 4 was used. The proposed system was simulated by 21 
tests distinguished by the number of erroneous bits. During 
each trial, 500,000 faults were injected to assess the resistance 
of the proposed system. The affected bits were randomly 
chosen among the 64 bits of the state matrix. Table II presents 
the simulation results.  

TABLE II.  MULTIPLE FAULT ATTACKS DETECTION 
CAPACITY  

Fault multiplicity 
Undetected faults percentage (%) 

9 = 4 9 = 8 

2 4.7288 10.9991 

3 0 0 

4 0.6366 3.3761 

5 0 0 

6 0.1454 1.5724 

7 0 0 

8 0.0436 0.9798 

9 0 0 

10 0.0182 0.6828 

11 0 0 

12 0.0100 0.5370 

13 0 0 

14 0.0062 0.4562 

15 0 0 

16 0.0030 0.4174 

17 0 0 

18 0.0024 0.4060 

19 0 0 

20 0.0018 0.3830 

Random 0.2945 0.5213 

 
As shown in the �  = 4 column, all errors of odd 

multiplicity are detected. The percentage of undetected errors 
decreases inversely proportional to the number of erroneous 
bits. For the random fault test, the percentage of undetectable 
errors is approximately 0.2945%. The same data models and 
test conditions used in the previous tests were used to verify the 
proposed detection system. In the case of � = 8, all errors of 
odd order were detected, thus the percentage of undetectable 
errors decreased inversely proportional to the number of 
erroneous bits. In the Random faults case, the percentage of 
undetectable errors was approximately 0.5213%. During the 
execution of the permutation and addRoundKey functions, if 
the proposed system is applied to each 32-bit PRESENT data 
(� = 4), two error detection flags are generated to secure the 
encryption process. On the other hand, the protection of the 
entire 64-bit PRESENT data state data (�  = 8) generates a 
single error detection flag. In this case, the faults injected into 
64 bits of the data are not detected if their modulo 2 addition is 
equal to zero. However, in the case of M = 4, even if the 
modulo 2 addition of these faults is equal to zero and the faults 
affect at least two 32-bit columns, at least one of the two error 
detection flags is set to one. Figure 5 presents a comparison 
between the two proposed error detection scheme versions (� 
= 4 and � = 8), in terms of the percentage of undetected errors. 
Both systems were simulated with the same model and the 
same test conditions. Given that the values of the two tests 
were high, they are represented separately in a complementary 
graph. Thus, both systems detected all odd multiplicity errors. 
For the random fault test, the proposed system with � = 4 
achieved a lower rate of undetected faults. 



Engineering, Technology & Applied Science Research Vol. 15, No. 2, 2025, 21982-21988 21987  
 

www.etasr.com Maatallah et al.: Enhancing IoT Security for Sustainable Development: A Parity Checking Approach … 

 

 

Fig. 5.  Percentage of undetected multiple faults injected in the PRESENT module. 

V. HARDWARE IMPLEMENTATION OF THE 

PROPOSED FAULT DETECTION SCHEME 

The proposed error detection system was applied to the 
PRESENT algorithm. The implementation of PRESENT with 
and without the proposed error detection system was modeled 
using VHDL, simulated with ModelSim 6.6, and synthesized 
with Xilinx ISE 14.4. The FPGA platform used was the Xilinx 
Virtex5-XC5VFX70T. Table III presents the results of the 
hardware implementation. 

TABLE III.  PROPOSED FAULT DETECTION SCHEME: 
RESULTS AND COMPARISON 

Fault 

detection 

scheme 

FС(%) 

Area 

(Sliсеs 

LUTS) 

(Overhead) 

Area 

(Oссupiеd 

sliсеs) 

(Overhead) 

Frequency 

(MHz) 

(Degradation) 

Throughput 

(Mbps) 

(Degradation) 

Оriginаl - 345 134 381.018 908.42 

M = 8 99.4787 
380 

(10.145%) 
141 

(5.224%) 
381.018 

(0%) 
908.42 

(0%) 

M = 4 99.8527 
403 

(16.812%) 

163 

(21.642%) 
381.018 

(0%) 

908.42 

(0%) 

 
As shown in Table III, the error detection capability (FC), 

area, frequency, throughput, area overhead, and frequency 
degradation for the original and secure PRESENT were 
determined. The implementation of PRESENT without an error 
detection system occupies an area of 345 LUT slices and an 
area of 134 occupied slices at a frequency of 381.018 MHz. 
The protection of this implementation against fault attacks with 
the error detection system �= 4 results in an area overhead of 
approximately 16.812% and an increase of 21.642% in the 
occupied area. Although the proposed system generates an area 
overhead, the degradation in operating frequency remains 
constant. However, it provides an error detection capability of 
approximately 99.8527%. 

Thus, the proposed detection system achieves an effective 
trade-off between security level and hardware implementation 
performance, while ensuring a high level of security against 
fault injection attacks without affecting the operating 
frequency. Table IV compares the proposed fault detection 
schemes with previously published works. 

TABLE IV.  FAULT DETECTION SCHEME: COMPARISON 
(DECREASE IS DENOTED BY USING ‘-’ SIGN) 

Fault 

detection 

scheme 

Performance overhead (%) 

FС(%) 

Area 

(Sliсеs 

LUTS) 

Area 

(Oссupiеd 

sliсеs) 

Frequency 

(MHz) 

Throug. 

(Mbps) 

Power 

(mW) 

M = 8 99.4787 
380 

(10.145%) 
141 

(5.224%) 
381.018 

(0%) 
908.42 

(0%) 
298 

M = 4 99.8527 
403 

(16.812%) 

163 

(21.642%) 
381.018 

(0%) 

908.42 

(0%) 
312 

[9] - 204.651 179.675 -67.9 -67.9 - 

[10] 
99.29

3 
21.75 1.5 - - - 

[11] 92.82 - - - - - 

[12] - 102 - 612.208 1459.61 465.38 

[13] - 177 67 240 544.86 687 

 
Compared to existing countermeasures, such as [9-11], the 

proposed scheme exhibits superior fault coverage of 99.8527%, 
exceeding the 99.293% and 92.82% achieved by [10] and [11], 
respectively. Although the area overhead of 16.812% and the 
increase in occupied slices of 21.642% are higher than those of 
some alternatives, the proposed scheme offers a competitive 
balance between robust fault detection and resource utilization, 
especially considering the maintained operating frequency. 
This makes it particularly suitable for resource-constrained IoT 
devices where a high level of security is crucial. The system in 
[9] shows promise in terms of FC efficiency, but further 
optimization may be needed to reduce the overhead of 
occupied slices without sacrificing performance. The design 
proposed in [12], although using the smallest area (102 slices 
LUTS), achieves the highest frequency (612.208 MHz) and 
throughput (1459.61 Mbps). This high performance comes at 
the cost of increased power consumption (465.38 mW). The 
implementation in [13] presents a more balanced profile, with 
an area between �= 8 and �= 4. Its frequency (240 MHz) and 
throughput (544.86 Mbps) are lower than [12] but still surpass 
� = 8 and � = 4. However, the design in [13] has the highest 
power consumption (687 mW) despite not having the highest 
performance. Table V also shows that � = 8 and � = 4 offer 
the lowest power consumption among all designs, but at the 
expense of lower frequency and throughput compared to [12] 
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and [13]. In general, the choice between the different 
implementations depends on the specific requirements of the 
application, balancing performance, area, frequency, 
throughput, and power consumption. 

VI. CONCLUSION 

This paper presented an enhanced fault detection scheme 
for the PRESENT lightweight block cipher, employing 
dynamic parity checking with varying multiplicity parameters 
(� = 4 and � = 8). The proposed scheme demonstrated a high 
level of effectiveness against both simple and multiple fault 
injection attacks, achieving a 99.8527% fault coverage rate. 
This enhanced security contributes to the development of more 
resilient infrastructure for critical systems, aligning with the 
goals of SDG 9 to build resilient infrastructure, promote 
inclusive and sustainable industrialization, and foster 
innovation. The practicality of the proposed scheme based on 
parity makes it suitable for resource-constrained IoT devices 
deployed in such infrastructure. 

The hardware implementation on a Xilinx Virtex5-
XC5VFX70T FPGA platform demonstrated the practicality of 
the proposed scheme. While incurring a modest area overhead 
and an increase in occupied slices, the system maintained the 
original operating frequency. This represents a favorable trade-
off between security and performance, making the scheme 
suitable for resource-constrained IoT devices. Compared to 
existing countermeasures, the scheme exhibits superior fault 
coverage while maintaining competitive resource utilization. 
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