Towards a New Model to Secure IoT-based Smart Home Mobile Agents using Blockchain Technology
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Abstract—The Internet of Things (IoT) is becoming an indispensable part of the actual Internet and continues to extend deeper into the daily lives of people, offering distributed and critical services. Mobile agents are widely used in the context of IoT and due to the possibility of transmitting their execution status from one device to another in an IoT network, they offer many advantages such as reducing network load, encapsulating protocols, exceeding network latency, etc. Also, the Blockchain Technology is growing rapidly allowing for the addition of an approved security layer in many areas. Security issues related to mobile agent migration can be resolved with the use of Blockchain. This paper aims to demonstrate how Blockchain Technology can be used to secure mobile agents in the context of the IoT using Ethereum and a Smart Contract. The transactions within the Blockchain are used to detect the malevolent mobile agents that could infiltrate the IoT systems. The proposed model aims to provide a secure migration of mobile agents to ensure security and protect the IoT applications against malevolent agents. The case of a smart home with multiple applications is applied to verify the proposed solution. The model presented in this paper could be extended to a wider selection of IoT systems outside of the smart home.
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I. INTRODUCTION

IoT is growing exponentially in the area of telecommunications and it will be an indispensable part of the future Internet [1-4]. It is referring to an approach where an extensive number of physical objects are interconnected and connected to the Internet [5]. It is a part of pervasive and ubiquitous computing networks offering distributed and transparent services [6]. IoT enables heterogeneous devices to interconnect to support various applications to serve users with different requirements [7-8] and is considered to be a good way to achieve Smart City [9-10]. Mobile agents are widely used in the context of the IoT and due to the possibility of transmitting their execution status in an IoT network, they offer many advantages such as reducing network load, encapsulating protocols and exceeding network latency. An agent-oriented infrastructure enables flexible coordination between IoT devices including robots, smartphones, and sensors. Agent-based systems enable cognitive management without constant human intervention [11-12]. Functionalities such as smartness, autonomy and dynamicity are required for IoT based infrastructure and can be offered by the presence of agents [11]. Besides using agents, processing can be performed closer to actual data sources to reduce the cost of processing [13]. The use of mobile agents in an IoT network is highly recommended due to their advantages [14].

Authors in [7] showed that mobile agents can be represented by mobile JavaScript code (AgentJS) that can be modified at run-time by agents that are processed by a modular and portable agent platform JAM in a protected sandbox environment encapsulating agent processes. The proposed approach enables agents to migrate between different host platforms including WEB browsers by migrating the program code of the agent, embedding the state and the data of an agent, too, in an extended JSON+ format. Authors in [4] presented mobile agents based on web technologies in the context of IoT. In the proposed approach, agents can move between different devices, and if necessary, it is also possible to clone agents to create numerous instances. This model enables the creation of increasingly complex configurations, where device and context-specific decisions can also be taken. This approach increases the flexibility of the system design and evolution of IoT since the new code can add new functionalities and adapt the device to new requirements. Moving code and especially agents can also be used to add autonomous intelligence to systems. Authors in [15] propose a distributed software-defined multi-agent architecture for unifying IoT applications. This
architecture can tackle the main challenges that the IoT faces, including heterogeneity, interoperability, scalability, flexibility, and security of IoT applications. Authors in [16] present an architecture based on MAS, SOA, and Semantic Web technologies to automate the integration and management of devices in IoT environment. A prototype system was implemented and tested in a simulated environment of a manufacturing context. In this context, the system demonstrated the ability to adapt incorporating new features and flexibility. In [17], a framework for IoT was presented which uses mobile agents for information transfer. The proposed approach can update information like the availability and usability of services dynamically. It also has speech processing modules to provide solutions using voice-based commands and prompts.

Mobile agents are widely used in the field of IoT. Therefore, the questions of how to ensure security during the process of migration of the mobile agents and protect the IoT application against malevolent agents arise. Authors in [18] describe four kinds of threat scenarios faced while using mobile agents: Agent corrupts the Platform (AcP), Platform corrupts Agent (PcA), Agent corrupts Agent (AcA) other malicious entities (third-party programs) corrupt Agent (OcA). In this paper, we present an architecture model to secure mobile agents and protect them against different types of threats in the context of the IoT. The proposed model aims to provide a secure migration of mobile agents to ensure security and protect the IoT applications against malevolent agents using a Smart Contract [19]. The data in the Blockchain is unchangeable once published and can help neutralize any attempt to altering the agent code source. The Blockchain approach provides the logging of events in a tamper-proof manner which allows us to detect any mobile agent that has turned malicious. It can be used to provide high trust in secure transactions in a heterogeneous network [20]. Once such a mobile agent is detected, the security agent isolates and destroys it. The case of a smart home can be a very suitable application of IoT to verify the proposed solution, as it involves a variety of devices and parameters to be connected [21], however, the presented model could be extended to a wider selection of IoT systems.

II. RELATED WORK

In this section, the related work is described with regard to the security of mobile agents in a Multi-agent environment. Authors in [13] provide a methodology to improve BROSMAP and make it a lightweight protocol to fulfill the needs of Multi-agent based IoT systems in general. They offer a new ECC-BROSMAP which is equivalent in security with the RSA-BROSMAP and implement both RSA-BROSMAP and ECC-BROSMAP before presenting a comparative performance study and implementation results of ECC-BROSMAP against RSA-BROSMAP. Authors in [22] illustrate the use of mobile agent systems in distributed applications in the domain of Ambient Intelligence. They focus on the ability to improve privacy by hiding information using the agent architecture. The shown scenario clarifies the necessity to consider the particular security requirements of mobile agents. Authors in [23] introduce Agent Identity in distributing the Symmetric Key to the newly attached Agents of the Platform. During the registration of the Agent and its Services at the Platform, it must obtain the key from the Key Distribution Process. The authors proposed a novel idea in fixing the Identity of the Agent for getting its Shared Key from the Key Distribution process. Every Trusted Agent in a platform has a tiny hardware called USB Dongle, which is password protected. It is configured during the initial environment formation. Authors in [24] propose a security framework that can be effectively used to protect agents from attacks by malicious hosts. The framework is based on restricting the access level of the agent according to the trust level that is assigned to the current host. Certain methods can only be executed on certain hosts that are minimally trusted. Methods that cannot be executed on a host are kept encrypted. Data are also selectively accessible according to the trust placed on the host.

In traditional security methods, discovering the determined private key is enough for message decryption that can be done through malicious attacks to the network nodes or listening to communication links. Accessing the private key can be considered as the endpoint of a malicious process. Authors in [25] propose an approach to improve private key security using two strategies: encrypting the private key using an encryption algorithm (AES algorithm is used in this paper) and breaking the encrypted private key into different units. A secure authentication model based on IBC for the multi-agent of a single domain, giving a second authentication model based on IBC for multi-agent of multi-domain was proposed in [26]. Authors in [27] described the general security requirements for mobile agent systems and existing security measures. Especially, they pointed out some weaknesses in the field of protecting the carried data of mobile agents. To mitigate this issue, they implemented a trust and reputation management to provide a secure path for mobile agent data protection.

Our work aims to present a simple approach to guarantee the security of the migration of mobile agents in an IoT network by ensuring maximum flexibility and without degrading performance.

III. BACKGROUND

A. Blockchain Technology

In 2008 the Blockchain was first propagated through bitcoin [28] to assure all parties that the payer had the means to satisfy the debt before concluding any transaction [29]. Basically, bitcoin was created with Blockchain technology to transfer money, but now Blockchain is used in many other areas. A Blockchain [28] is a decentralized distributed database that maintains a continuously growing list of data in a public or a private peer-to-peer network. Duplicated to all the peer nodes of the network, Blockchain offers a secured system, between untrusted collaborators, which everyone on the network can check and interact with, but no one can control or alter. This allows the Blockchain to be a trustworthy source without the requirement of a third-party [30]. A Blockchain is a series of blocks. Every block has its own cryptographic hash code, previous block hash, and its data [31]. As shown in Figure 1, each block in the Blockchain is connected to the previous block, containing a hash of the previous block. As a result, the
The Blockchain has several characteristics, among which we can cite [33]:

- Decentralization: In the Blockchain, third parties are not required to verify transactions. Consensus algorithms and cryptographic mechanisms are used to maintain data consistency on Blockchain networks.

- Persistency: It is not possible to delete transactions that have already occurred.

- Auditability: Each transaction on the Blockchain refers to the previous transaction. This makes it easy to verify and track each transaction.

B. Ethereum

Ethereum is a Blockchain platform which surpasses some limitations of Bitcoin [19]. It allows users to run distributed applications in a decentralized manner. This means that applications running on Ethereum are available everywhere and every time [34-35]. Ethereum has several elements, the most important of them are [36]:

- Account: Every account on Ethereum has a 20-byte address and consists of four parts, namely nonce-counter, storage, ether balance, and contract code.

- Transaction: Transaction in Ethereum refers to a signed data package that stores messages.

- Technology used: Ethereum uses several technologies including web technology, client/node implementation, and data storage.

- Consensus algorithm: Ethereum has 3 types of consensus algorithms, namely Proof Stake (PoS), Proof of Authority (PoA), and Proof of Work (PoW). The most common one is PoW. The underlying principle in this consensus algorithm is the complicated mathematical puzzles which consume a certain amount of power to find the solution but whose verification is comparatively fast and easy. The process of finding a solution to the puzzle is known as Mining, while the nodes executing this process are known as Miners. If the Miner manages to find the solution (hash), the new block is formed, which is distributed on the network and if validated, the blocks get added, extending the chain. The protocols used for generating the hash for every block are cryptographic hash algorithms like SHA256 which compute the hash of the current block considering metadata like the hash of the previous block. This makes each hash unique and any attempt to change the content or metadata of a block will result in an entirely different hash generating a diversion in the chain [30].

C. Smart Contract

It was introduced in 1994 and defined a Smart Contract as a computerized transaction protocol that executes the terms of a contract [37]. Translating contractual clauses into code and embedding them into a property that can self-enforce them was suggested in [38]. Within the Blockchain context, Smart Contracts are scripts recorded on the Blockchain [39]. Since they reside on the chain, they have a unique address. We trigger a Smart Contract by addressing a transaction to it. It then executes independently and automatically in a prescribed manner on every node in the network, according to the data that were included in the triggering transaction [40]. The nodes in the network interact with the contract by requesting the functions of the contract code once it is deployed on the network. Smart Contracts are invulnerable and cannot be altered, even by the author, once deployed on the network. Smart Contracts on Ethereum are written in a high-level language and compiled via the Ethereum Virtual Machine. The most used programming language is Solidity [41] which we will use to write our own Smart Contracts.

IV. PROPOSED MODEL

In recent years, we have witnessed an impressive development of the IoT home devices. Home automation is a system controlled by a smart device. It can control home appliances such as lights, fans, air conditions, smart security locks, etc [42]. Many companies such as Google Home, Amazon Echo, and Samsung SmartThings have released innovative new products that allowed these devices to become widely available. While these devices have a variety of benefits, they also introduce a new target for potential security threats [43]. Device providers do not think about device security, supposing that devices in the home environment are trustworthy, and since the consumers do not have the resources to protect themselves from targeted security attacks on their home network, it becomes vulnerable to a variety of potential security threats. So, there is a real need for an intelligent and efficient home security model.

A. Components of the Proposed Model

The proposed model shown in Figure 2 aims to provide a migration of mobile agents while ensuring security and
protection of the IoT application against malevolent agents by ensuring non-repudiation and their integrity using Blockchain technology. The main components of our model are:

- **Agents**: An agent can be attached to a source device to collect information or perform actions on the source device. An agent can migrate to another device keeping its state to perform operations on the destination device.

- **Smart device**: Extremely useful devices that are making our daily life easier [44] allowing users to configure, access and control IoT devices through a user-friendly interface.

- **Whitelist**: It contains hashes of transactions returned by the Ethereum network after the registration of a new agent. An Agent Identifier (AID) is associated with a transaction hash.

- **IoT Gateway**: A user can access and control the IoT devices using a smart device by accessing the IoT gateway. The gateway is responsible for authenticating and monitoring communication between devices, requesting the Security Agent in the event of an agent migration.

- **Security Agent**: Mainly performs the operations of registering the source code hash of agents who wish to migrate to other devices in the Blockchain network and of the verification of the agents after their migration to guarantee integrity, authentication and non-repudiation agents.

- **IoT device**: In our architecture, the IoT device is a piece of hardware with a sensor.

- **SecurityAgent.sol**: It is a Smart Contract that provides two functions:
  
  - **registerMobileAgent (AID, AgentHash)**: this function allows sending a transaction to the Blockchain network to register the source code of the agent. The function takes in two parameters, the hash of the source code of the agent (AgentHash) and the Agent Identifier (AID) and returns the identifier of the transaction recorded in the Blockchain (transactionHash).
  
  - **retrieveAgentHash (transactionHash)**: this function allows us to recover the hash of an agent's source code from the Blockchain network. The function takes the identifier of the transaction that allowed registering the hash of the source code of the agent and returns the hash of the source code of the agent.

  This Smart Contract is developed in Solidity, which is a Contract Oriented Language, used for writing Smart Contracts that can be deployed on an Ethereum Virtual Machine. It follows an object-oriented approach and supports features like inheritance and complex data types.

- **Solidity Compiler**: SecurityAgent.sol is what we call “Contract Definition”. This code is not executed on the Ethereum network, thus we need to compile our “Contract Definition” using a “Solidity Compiler” which will produce two separate files. A file which will contain “Byte Code” which will then be deployed on the Ethereum network in the form of a contract instance using in our case Truffle which is a development environment and a testing framework that helps the automatic compilation and deploying of contracts on Blockchain, and is also used to deploy contracts on a private Ethereum Blockchain. The compilation will produce an “Application Binary Interface (ABI)”. This ABI will be used to call the functions exposed by the Smart Contract instance deployed in the Ethereum network using the Web3 library. Ethereum provides an interface with the Ethereum network for developers in the web3.js API. This allows applications to interpret events sent from the Ethereum network and to submit transactions to the network [45].

**B. Secure Communication Between Agents**

The diagram shown in Figure 3 illustrates the migration steps of an agent from a Temperature Sensor to a Smart Device in chronological order:

- The Mobile Agent measures and collects information from the Temperature Sensor.
- The Mobile Agent requests the IoT Gateway to migrate to the Smart Device.
- The Security Agent generates the hash of the source code of the Mobile Agent.
- The Security Agent invokes the “registerMobileAgent” function of the SecureAgent.sol Smart Contract, with passing in parameters the hash of the Mobile Agent source code and the AID of the agent.
- The hash of the agent source code is registered in Blockchain Ethereum Network.
The result of this operation is an identifier of the transaction validated on the Blockchain in the form of a hash of the transaction.

The Security Agent registers the hash of the transaction in the whitelist by associating it with the AID of the Mobile Agent for which the source code has been saved in the Blockchain.

The IoT Gateway allows the Mobile Agent to migrate.

After the migration and the generation of graphs in the Smart Device, the Mobile Agent requests to return to the Temperature Sensor.

The IoT Gateway requests the Security Agent to verify the integrity and the authentication of the Mobile Agent after its migration.

The Security Agent retrieves the transaction identifier from the whitelist passing in the AID of the Mobile Agent.

Fig. 3. Sequence diagram: Migration of an agent

- The Security Agent invokes the “retrieveAgentHash” function of the SecurAgent.sol Smart Contract passing the transaction identifier.
- The hash of the source code of the Mobile Agent stored in the Blockchain is returned to the Security Agent.
- The Security Agent compares the hash recovered from the Blockchain with the current Mobile Agent hash.
- If the hashes are same, then the Security Agent allows the Mobile Agent to return to the Sensor Temperature.
- Else the Security Agent destroys the Mobile Agent.

V. CONCLUSION

This document presents an overview of the current state of research in the field of mobile agent security in a multi-agent environment, and the utility of employing Mobile Agents in IoT systems such as reducing network load, protocol encapsulation and exceeding network latency. An architecture using the Blockchain technology has been presented in this document to secure mobile agents and protect them against different types of threats in the context of the IoT using a Smart Contract deployed in a private Ethereum network. The smart home use case with multiple IoT devices using mobile agents was applied to verify and explain the proposed solution. Though this document presents the smart home use case, there is a potential for this model to be extended to other types of IoT systems with some modifications. Our future work aims to set up a private Ethereum network using Go Ethereum before testing the implementation of the proposed model, and to this end, we are in the process of developing a smart home testbed environment based on web technologies.
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